# Fundamentals

## Forms for User Input: Building dynamic forms

Many forms, such as questionaires, can be very similar to one another in format and intent. To make it faster and easier to generate different versions of such a form, you can create a dynamic form template based on metadata that describes the business object model. You can then use the template to generate new forms automatically, according to changes in the data model.

The technique is particularly useful when you have a type of form whose content must change frequently to meet rapidly changing business and regulatory requirements. A typical use case is a questionaire. You might need to get input from users in different contexts. The format and style of the forms a user sees should remain constant, while the actual questions you need to ask vary with the context.

In this tutorial you will build a dynamic form that presents a basic questionaire. You will build an online application for heroes seeking employment. The agency is constantly tinkering with the application process, but by using the dynamic form you can create the new forms on the fly without changing the application code.

The tutorial walks you through the following steps.

1. Enable reactive forms for a project.
2. Establish a data model to represent form controls.
3. Populate the model with sample data.
4. Develop a component to create form controls dynamically.

The form you create uses input validation and styling to improve the user experience. It has a Submit button that is only enabled when all user input is valid, and flags invalid input with color coding and error messages.

The basic version can evolve to support a richer variety of questions, more graceful rendering, and superior user experience.

See the [live example](https://angular.io/generated/live-examples/dynamic-form/stackblitz.html) / [download example](https://angular.io/generated/zips/dynamic-form/dynamic-form.zip).

## Prerequisites

Before doing this tutorial, you should have a basic understanding to the following.

* [TypeScript](https://www.typescriptlang.org/docs/home.html) and HTML5 programming.
* Fundamental concepts of [Angular app design](https://angular.io/guide/architecture).
* Basic knowledge of [reactive forms](https://angular.io/guide/reactive-forms).

## Enable reactive forms for your project

Dynamic forms are based on reactive forms. To give the application access reactive forms directives, the [root module](https://angular.io/guide/bootstrapping) imports [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) from the @angular/forms library.

The following code from the example shows the setup in the root module.

app.module.ts

main.ts

content\_copyimport { [BrowserModule](https://angular.io/api/platform-browser/BrowserModule) } from '@angular/platform-browser';

import { [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) } from '@angular/forms';

import { [NgModule](https://angular.io/api/core/NgModule) } from '@angular/core';

import { AppComponent } from './app.component';

import { DynamicFormComponent } from './dynamic-form.component';

import { DynamicFormQuestionComponent } from './dynamic-form-question.component';

@[NgModule](https://angular.io/api/core/NgModule)({

imports: [ [BrowserModule](https://angular.io/api/platform-browser/BrowserModule), [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule) ],

declarations: [ AppComponent, DynamicFormComponent, DynamicFormQuestionComponent ],

bootstrap: [ AppComponent ]

})

export class AppModule {

constructor() {

}

}

## Create a form object model

A dynamic form requires an object model that can describe all scenarios needed by the form functionality. The example hero-application form is a set of questions—that is, each control in the form must ask a question and accept an answer.

The data model for this type of form must represent a question. The example includes the DynamicFormQuestionComponent, which defines a question as the fundamental object in the model.

The following QuestionBase is a base class for a set of controls that can represent the question and its answer in the form.

src/app/question-base.ts

content\_copyexport class QuestionBase<T> {

value: T;

key: string;

label: string;

required: boolean;

order: number;

controlType: string;

type: string;

options: {key: string, value: string}[];

constructor(options: {

value?: T,

key?: string,

label?: string,

required?: boolean,

order?: number,

controlType?: string,

type?: string

} = {}) {

this.value = options.value;

this.key = options.key || '';

this.label = options.label || '';

this.required = !!options.required;

this.order = options.order === undefined ? 1 : options.order;

this.controlType = options.controlType || '';

this.type = options.type || '';

}

}

### Define control classes

From this base, the example derives two new classes, TextboxQuestion and DropdownQuestion, that represent different control types. When you create the form template in the next step, you will instantiate these specific question types in order to render the appropriate controls dynamically.

* The TextboxQuestion control type presents a question and allows users to enter input.

src/app/question-textbox.ts

content\_copyimport { QuestionBase } from './question-base';

export class TextboxQuestion extends QuestionBase<string> {

controlType = 'textbox';

type: string;

constructor(options: {} = {}) {

super(options);

this.type = options['type'] || '';

}

}

The TextboxQuestion control type will be represented in a form template using an <input> element. The type attribute of the element will be defined based on the type field specified in the options argument (for example text, [email](https://angular.io/api/forms/EmailValidator), url).

* The DropdownQuestion control presents a list of choices in a select box.

src/app/question-dropdown.ts

content\_copyimport { QuestionBase } from './question-base';

export class DropdownQuestion extends QuestionBase<string> {

controlType = 'dropdown';

options: {key: string, value: string}[] = [];

constructor(options: {} = {}) {

super(options);

this.options = options['options'] || [];

}

}

### Compose form groups

A dynamic form uses a service to create grouped sets of input controls, based on the form model. The following QuestionControlService collects a set of [FormGroup](https://angular.io/api/forms/FormGroup) instances that consume the metadata from the question model. You can specify default values and validation rules.

src/app/question-control.service.ts

content\_copyimport { [Injectable](https://angular.io/api/core/Injectable) } from '@angular/core';

import { [FormControl](https://angular.io/api/forms/FormControl), [FormGroup](https://angular.io/api/forms/FormGroup), [Validators](https://angular.io/api/forms/Validators) } from '@angular/forms';

import { QuestionBase } from './question-base';

@[Injectable](https://angular.io/api/core/Injectable)()

export class QuestionControlService {

constructor() { }

toFormGroup(questions: QuestionBase<string>[] ) {

let group: any = {};

questions.forEach(question => {

group[question.key] = question.required ? new [FormControl](https://angular.io/api/forms/FormControl)(question.value || '', Validators.required)

: new [FormControl](https://angular.io/api/forms/FormControl)(question.value || '');

});

return new [FormGroup](https://angular.io/api/forms/FormGroup)(group);

}

}

## Compose dynamic form contents

The dynamic form itself will be represented by a container component, which you will add in a later step. Each question is represented in the form component's template by an <app-question> tag, which matches an instance of DynamicFormQuestionComponent.

The DynamicFormQuestionComponent is responsible for rendering the details of an individual question based on values in the data-bound question object. The form relies on a [[formGroup] directive](https://angular.io/api/forms/FormGroupDirective) to connect the template HTML to the underlying control objects. The DynamicFormQuestionComponent creates form groups and populates them with controls defined in the question model, specifying display and validation rules.

dynamic-form-question.component.html

dynamic-form-question.component.ts

content\_copy<div [formGroup]="form">

<label [attr.for]="question.key">{{question.label}}</label>

<div [[ngSwitch](https://angular.io/api/common/NgSwitch)]="question.controlType">

<input \*[ngSwitchCase](https://angular.io/api/common/NgSwitchCase)="'textbox'" [[formControlName](https://angular.io/api/forms/FormControlName)]="question.key"

[id]="question.key" [type]="question.type">

<select [id]="question.key" \*[ngSwitchCase](https://angular.io/api/common/NgSwitchCase)="'dropdown'" [[formControlName](https://angular.io/api/forms/FormControlName)]="question.key">

<option \*[ngFor](https://angular.io/api/common/NgForOf)="let opt of question.options" [value]="opt.key">{{opt.value}}</option>

</select>

</div>

<div class="errorMessage" \*[ngIf](https://angular.io/api/common/NgIf)="!isValid">{{question.label}} is required</div>

</div>

The goal of the DynamicFormQuestionComponent is to present question types defined in your model. You only have two types of questions at this point but you can imagine many more. The [ngSwitch](https://angular.io/api/common/NgSwitch) statement in the template determines which type of question to display. The switch uses directives with the [formControlName](https://angular.io/api/forms/FormControlName) and [formGroup](https://angular.io/api/forms/FormGroupDirective) selectors. Both directives are defined in [ReactiveFormsModule](https://angular.io/api/forms/ReactiveFormsModule).

### Supply data

Another service is needed to supply a specific set of questions from which to build an individual form. For this exercise you will create the QuestionService to supply this array of questions from the hard-coded sample data. In a real-world app, the service might fetch data from a backend system. The key point, however, is that you control the hero job-application questions entirely through the objects returned from QuestionService. To maintain the questionnaire as requirements change, you only need to add, update, and remove objects from the questions array.

The QuestionService supplies a set of questions in the form of an array bound to @[Input](https://angular.io/api/core/Input)() questions.

src/app/question.service.ts

content\_copyimport { [Injectable](https://angular.io/api/core/Injectable) } from '@angular/core';

import { DropdownQuestion } from './question-dropdown';

import { QuestionBase } from './question-base';

import { TextboxQuestion } from './question-textbox';

import { of } from 'rxjs';

@[Injectable](https://angular.io/api/core/Injectable)()

export class QuestionService {

// TODO: get from a remote source of question metadata

getQuestions() {

let questions: QuestionBase<string>[] = [

new DropdownQuestion({

key: 'brave',

label: 'Bravery Rating',

options: [

{key: 'solid', value: 'Solid'},

{key: 'great', value: 'Great'},

{key: 'good', value: 'Good'},

{key: 'unproven', value: 'Unproven'}

],

order: 3

}),

new TextboxQuestion({

key: 'firstName',

label: 'First name',

value: 'Bombasto',

required: true,

order: 1

}),

new TextboxQuestion({

key: 'emailAddress',

label: 'Email',

type: '[email](https://angular.io/api/forms/EmailValidator)',

order: 2

})

];

return of(questions.sort((a, b) => a.order - b.order));

}

}

## Create a dynamic form template

The DynamicFormComponent component is the entry point and the main container for the form, which is represented using the <app-dynamic-form> in a template.

The DynamicFormComponent component presents a list of questions by binding each one to an <app-question> element that matches the DynamicFormQuestionComponent.

dynamic-form.component.html

dynamic-form.component.ts

content\_copy<div>

<form (ngSubmit)="onSubmit()" [formGroup]="form">

<div \*[ngFor](https://angular.io/api/common/NgForOf)="let question of questions" class="form-row">

<app-question [question]="question" [form]="form"></app-question>

</div>

<div class="form-row">

<button type="submit" [disabled]="!form.valid">Save</button>

</div>

</form>

<div \*[ngIf](https://angular.io/api/common/NgIf)="payLoad" class="form-row">

<strong>Saved the following values</strong><br>{{payLoad}}

</div>

</div>

### Display the form

To display an instance of the dynamic form, the AppComponent shell template passes the questions array returned by the QuestionService to the form container component, <app-dynamic-form>.

app.component.ts

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { QuestionService } from './question.service';

import { QuestionBase } from './question-base';

import { Observable } from 'rxjs';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-root',

template: `

<div>

<h2>Job Application for Heroes</h2>

<app-dynamic-form [questions]="questions$ | [async](https://angular.io/api/core/testing/async)"></app-dynamic-form>

</div>

`,

providers: [QuestionService]

})

export class AppComponent {

questions$: Observable<QuestionBase<any>[]>;

constructor(service: QuestionService) {

this.questions$ = service.getQuestions();

}

}

The example provides a model for a job application for heroes, but there are no references to any specific hero question other than the objects returned by QuestionService. This separation of model and data allows you to repurpose the components for any type of survey as long as it's compatible with the question object model.

### Ensuring valid data

The form template uses dynamic data binding of metadata to render the form without making any hardcoded assumptions about specific questions. It adds both control metadata and validation criteria dynamically.

To ensure valid input, the Save button is disabled until the form is in a valid state. When the form is valid, you can click Save and the app renders the current form values as JSON.

The following figure shows the final form.

![Dynamic-Form](data:image/png;base64,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)

## Next steps

* **Different types of forms and control collection**

This tutorial shows how to build a a questionaire, which is just one kind of dynamic form. The example uses [FormGroup](https://angular.io/api/forms/FormGroup) to collect a set of controls. For an example of a different type of dynamic form, see the section [Creating dynamic forms](https://angular.io/guide/reactive-forms#creating-dynamic-forms) in the Reactive Forms guide. That example also shows how to use [FormArray](https://angular.io/api/forms/FormArray) instead of [FormGroup](https://angular.io/api/forms/FormGroup) to collect a set of controls.

* **Validating user input**

The section [Validating form input](https://angular.io/guide/reactive-forms#validating-form-input) introduces the basics of how input validation works in reactive forms.

The [Form validation guide](https://angular.io/guide/form-validation) covers the topic in more depth.